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(1) The flow of WAL before starting replication
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(2) The flow of WAL just after replication starts
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(3) The flow of WAL after recovery has reached to replication starting position
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(4) The flow of WAL after replication ended
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